Module: Core Java

Session 21: Generics and Legacy classes Practice

* This is a practice session; you will work on Collections assignments
* You can discuss your doubts with the trainer

**Assignments:**

**Assignment 1 – Collections Assignment**

**Objectives:**

* Learn to use the Java Collections Framework
* Implement a system according to specifications that are provided by someone else.
* Become familiar with standard java doc documentation.
* Use UML diagrams to help you understand how the different components of a system should interact.

**Introduction**

In this assignment you will implement a music library for organizing and playing locally stored music files such as MP3s, according to the provided specification. You are only asked to write a small number of classes, but you will most likely find that the task of maintaining consistency as changes are made to the library is a difficult one.

**Required Reading**

MusicLibrary API, specifically the **library** package (You can ask your instructor to provide this API) This API is available as MusicLibrary-javadoc.zip file.

**Setup**

1. Create the directory MusicLibrary in your local system (For example either on desktop or some drive like C: or D: drive)
2. Your instructor will provide you provided-classes.zip file that you have to unzip it to the directory created above.
3. Your instructor will provide you libraries.zip file that you have to unzip it to the directory created above.
4. Create a new project in Eclipse called MusicLibrary. Choose Create project from existing source and fill in the directory field with MusicLibrary (Directory that you created above). Click Next and then click on the Libraries tab. If you don't see the three JAR files that you extracted from the ZIP file (jawin.jar, JID3.jar, and MPStubs.jar) listed there, click Add JARs and add them to the build path. Click Finish.
5. Create a package named library.

**The Music Player**

The portion of the program that actually plays music has been provided for you. It will operate on Linux machines provided that XMMS is installed and that you have our modified version of xmmsctrl, and on Windows machines provided that Windows Media Player 6.4 or higher is installed.

**Problem specification**

You will produce a music library with functionality similar to programs such as Microsoft Windows Media Player and Apple iTunes. Your program will allow the user to:

* View a list of all the songs in the library and see information about each song, including the album on which it appears and the artist(s) who performed it.
* View a list of all the artists in the library.
* View a list of all the albums in the library.
* Edit any information in the library. This includes changing the title of songs and albums and changing the names of artists.
* View a list of all the songs by a particular artist.
* View a list of all the songs on a particular album.
* Add songs to and remove them from the library.
* Add artists to and remove them from songs.
* Add songs to and remove them from albums.
* Play songs using the provided player

**Organization**

Your project will contain 4 packages:

* player: this package (and it's sub-packages) are provided for you and you will use them to play songs
* util: this package contains a class you can use to load descriptive information stored in MP3 files
* ui: this package contains a test driver you can use to test your library
* library: this is the package you will implement

For this assignment, you will not have to use the player or util packages directly as they will be used by the test driver we provide.

**Classes You Will Implement**

You will implement the 4 classes in the library package as they are specified in the javadoc. The following class diagram gives an overview of the package:

![http://comscigate.com/courses/UBC211/assignments/a1/images/library_overview.png](data:image/png;base64,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)

* Each instance of the Song class will correspond to a unique file on disk and will store the following pieces of information:
  + The path to the file on disk
  + The title of the song
  + The duration of the song
  + The track number
* Each instance of the Artist class will store the name of a person (eg. "Lucinda Williams") or group (eg. "Ben Harper & the Innocent Criminals", "Radiohead") that performs Songs. There will be no distinction between groups and individual people.
* Each instance of the Album class will represent an album - a collection of Songs ordered by track number (where each song on an album has a different track number) - and will store the album title. In addition, there will be at least one album in the system at all times (a "default" album) and every song will be associated with exactly one album as shown above. Any song for which the user has not entered an album will belong to the default album.
* There will be a single instance of the Library class in the system which will maintain collections of the other three classes and provide methods to create and destroy them that ensure consistency between the library and the songs, artists, and albums.
* Each class will also implement the associations depicted above.

You must implement all the methods described in the javadoc and will probably need to add some private methods of your own. Note that you are **not** allowed to modify the classes in the ui package. The code we provided **must** work with your implementation of the library package.

**Library as a Singleton**

As stated in the Javadoc, you must implement the Library class as a singleton. A singleton class has the following features:

* Only a single instance of the class may be created and this instance can be accessed from anywhere. This is appropriate for the Library class because it would make no sense (in this context) to have multiple libraries, and because many classes will want to manipulate the library.
* To ensure that there is exactly one instance of the class, the constructor is **private** and is called once from within the class to initialize the single instance, which will be kept as a static field of the class.
* To allow access to the single instance, the class defines a static method called getInstance.

Here is an example:

public class Singleton

{

// this is the only time the constructor is ever called

private static Singleton instance = new Singleton();

// This is the only constructor and it is private

private Singleton()

{

// standard constructor code goes here

}

// Return the single instance of this class. Notice that

// every call to this method returns the same instance; no new

// instances are created.

public static Singleton getInstance()

{

return instance;

}

}

To access the singleton class, other classes would call Singleton.getInstance().

**Collections**

The "many" ends of the above associations must be implemented using members of the Java Collections Framework. You will be graded (in part) on which collections you choose to use. For each case, you should ask yourself the following questions:

* Which is more appropriate, a Collection or a Map?
* If I use a Collection, should I use one that permits duplicates?
* Should I use a collection that does or does not keep its elements in a specific order?
* Which implementation will be most efficient, based on the expected usage of the collection?

Here you should also consider whether the features of a particular collection are worth the cost. For example, you may want to use a Set to maintain a collection that is not allowed to contain duplicates, however, the restriction on modifying members of a Set might be inconvenient and you may not expect this collection to contain more than a few elements. In this case it may be much more efficient to use a List and manually ensure that you never insert duplicate elements.

**A Note On Terminology**

In this document, the word "collection" written in plain text refers to a member of the Java Collections Framework (ie. a class that implements either java.util.Collection or java.util.Map). The word "Collection," capitalized and written like this refers to java.util.Collection or one of its implementations. In other words, a Collection is a collection that is not a Map. This is the same convention used in the Java API and the Java Tutorial.

**Other Specific Requirements**

In addition to everything stated above (and below) this section you should keep the following in mind:

* When editing information in the library or adding songs, users of your program will specify Artists and Albums by entering their names/titles.
* We assume the path to songs will not change, that is, if the user renamed or moved a file they would need to remove the corresponding Song from the Library and create a new Song.
* The library will not be allowed to contain two Albums with the same title, two Artists with the same name, or two Songs representing the same file.
* Any method that returns a collection of Albums should return them in alphabetical order by title.
* Any method that returns a collection of Artists should return them in alphabetical order by name, with one exception: invoking getArtists() on a Song should return them in the order they were added to the Song.
* The order in which Songs are returned is irrelevant (since it is not clear by which attribute the user is most likely to want their songs ordered - we can leave this decision up to the user interface) with the exception that the getSongs() method of the Album class must return its Songs ordered by track number.

**Where to start**

1. You should first read and understand the javadoc for the library package in its entirety because it specifies in detail what you need to do for this assignment. Think about the interaction between the methods of different classes, remembering that a method that creates or destroys a bi-directional association between classes must ensure that the two ends of the association are consistent with each other. Note that you can add methods with default (package level) visibility which can only be called by classes within the library package - this restriction on how a method will be called relaxes the requirement that it maintain consistency provided the calling method takes on that obligation.
2. Take some time to review the Java Collections Framework and think about which class would be most appropriate for each of the associations.
3. Implement the system. A good place to start is the Album class as it is probably the simplest and least coupled class in the package.

**Testing Your Library**

You should use the TestDriver class in the ui package to test your library. It takes a single, optional command line argument: a directory containing MP3 files. Multiple directories can be specified by separating them with a colon (:) on UNIX systems or a semicolon (;) on Windows systems. You can use some MP3 files for testing purposes.

TestDriver will then create a Library containing Songs, Artists and Albums based on the information it reads from the ID3 tags of the files in the specified directory. You can use TestDriver to view the contents of the library, to play, add, and remove songs and to edit the information contained in the library. The interface provided is menu-based. In assignment 3, you will replace it with a much nicer-looking graphical user interface.

When you exit the test driver, it will save the library (including any changes you make) to a file called MusicLibrary.xml in your MusicLibrary directory. When the test driver is started again, it will first load the contents of the MusicLibrary.xml file and then add any other songs in the directories specified on the command line. To revert to the information stored in the MP3 files, simply delete the MusicLibrary.xml file and restart the test driver.

You should not assume that your classes are bug-free just because the test driver works correctly, but it will probably catch any major bugs. Still, you should test each method and each class as you write it; you do not want to find yourself in the position of having spent many hours writing a complete system which completely fails to work.

**Deliverables**

The library package you created, including the following:

* + Library.java
  + Artist.java
  + Song.java
  + Album.java

You should not have written or modified any code outside of these 4 files.